**SUMMARY OF THE MATHEMATICAL BACKGROUND**

# Mathematical formulations

In this section, we present the two formulations used in this article to model and solve the MDVRP, namely a vehicle-flow and a set-partitioning formulation. These two formulations of the problem are exploited at different stages of the algorithm. More precisely, the vehicleflow formulation is used to derive a lower bound quickly and perform variable fixing. The set-partitioning formulation is then considered using the reduced network produced by the variable fixing procedure performed before.

## Vehicle-flow formulation of the MDVRP

For every depot *i* ∈ D and customer *j* ∈ C, let *yij* be a binary variable equal to 1 iff *j* is served by a single-vehicle route departing from depot *i*. For every *e* ∈ *E*, we let *xe* be a binary variable equal to 1 iff edge *e* is used by a vehicle route visiting at least two customers. For a customer set *S* ⊆ C, we let *r*(*S*) = ⌈*d*(*S*)*/Q*⌉ be a lower bound on the number of vehicles needed to serve the customers in *S* due to the capacity constraint, and we let *ρ*(*S*) be a lower bound on the number of vehicles needed to serve the customers in *S* due to the route length constraint. Note that while *r*(*S*) can be computed in constant time, *ρ*(*S*) can be difficult to compute as it involves the solution of a *m*-TSP with route length constraints, which is strongly NP-hard. For a node subset *U* ⊂ *V* we let *δ*(*U*) be the cutset of *U*, or equivalently the subset of edges with exactly one extremity in *U*. For an edge subset *F* ⊆ *E* we also the MDVRP is as follows:P P

define *x*(*F*) = *e*∈*F xe*, and if *F* ⊆ *δ*(D), *y*(*F*) = *e*∈*F ye*. The vehicle-flow formulation of

|  |  |  |  |
| --- | --- | --- | --- |
| min | X*texe* + 2 X *tijyij*  *e*∈*E i*∈D*,j*∈C |  | (1) |
|  | *x*(*δ*{*j*}) + 2*y*(*δ*({*j*}) ∩ *δ*(D)) = 2 | *j* ∈ C | (2) |
|  | *x*(*δ*{*i*}) + 2*y*(*δ*({*i*}) ≤ 2*mi* | *i* ∈ D | (3) |
|  | *x*(*δ*{*S*}) + 2*y*(*δ*(*S*) ∩ *δ*(D)) ≥ 2max{*r*(*S*)*,ρ*(*S*)} | *S* ⊆ C | (4) |
|  | *x*(*δ*(*S*)) ≥ 2[*x*(*δ*({*h*}) ∩ *δ*(D′)) + *x*(*δ*({*j*}) ∩ *δ*(D \ D′))] | *S* ⊆ C*,h,j* ∈ *S*  D′ ⊂ D | (5) |
|  | *ye* ∈ {0*,*1} | *e* ∈ *δ*(D) | (6) |
|  | *xe* ∈ {0*,*1} | *e* ∈ *E* | (7) |

The objective function aims to minimize the total traveling time. Constraints (2) are the degree constraints that impose each customer be visited exactly once. Constraints (3) is the fleet size constraint. They impose that at most *mi* vehicles are used at each depot. Constraints (4) are the capacity and route length constraints. They impose that at least max{*r*(*S*)*,ρ*(*S*)} vehicles are used to visit the customers of set *S*. Constraints (5) are the path constraints. They forbid routes to have the starting and ending points at two different depots. Finally, (6)-(7) impose that variables are indeed binary. This formulation is a particular case of the one introduced by Belenguer et al. [8] for the CLRP, with the only addition of the route length constraint represented by the constants *ρ*.

## Set-partitioning formulation of the MDVRP

For each *i* ∈ D and *j* ∈ C we let *yij* be a binary variable equal to 1 iff customer *j* is served alone in a route departing from depot *i*, with cost equal to 2*tij*. We now let Ω be the set of routes visiting at least two customers and respecting the capacity and route length constraints. For a depot *i* ∈ D, we denote by Ω*i* the subset of routes starting and ending *i*. For each *l* ∈ Ω, we let *θl* be a binary variable equal to 1 iff route *l* is selected, and we denote by *tl* its cost, which is equal to the sum of the traveling times along the edges used by *l*. For each customer *j* ∈ C and route *l* ∈ Ω we let *alj* be the number of times that customer *j* is visited by *l*. For each depot subset *D* ⊆ D and customer subset *C* ⊆ C we let *y*(*D* : *C*) = P*i*∈*D* P*j*∈*C yij*. The set-partitioning formulation of the MDVRP is as follows:

|  |  |  |
| --- | --- | --- |
| min | X*tlθl* + 2 X *tijyij*  *l*∈Ω *i*∈D*,j*∈C | (8) |

X

*aljθl* + *y*(D : {*j*}) = 1 *j* ∈ D (9)

*l*∈Ω

|  |  |  |
| --- | --- | --- |
| X*θl* + *y*({*i*} : C) ≤ *mi*  *l*∈Ω*i* | *i* ∈ D | (10) |
| *yij* ∈ {0*,*1} | *i* ∈ *δ*(D) | (11) |
| *θl* ∈ {0*,*1} | *l* ∈ Ω | (12) |

Once again, the objective function aims to minimize the total traveling cost. Constraints

(9) are the degree constraints that impose each customer be visited exactly once. Constraints (11)-(12) state the binary nature of the variables. Note that the capacity and the route length constraints are embedded into the definition of the route set Ω, and therefore do not need to be explicitely included in the formulation of the problem. For the same reason, the path constraints (5) are also not needed.

# Valid inequalities

In this section we present the valid inequalities used to strengthen both formulations presented earlier. For the first families of inequalities, we refer to them as “weak” because their inclusion does not impose the addition of an extra resouce in the labeling algorithm. For the last five classes of inequalities introduced, we refer to them as “strong”, because their addition imposes the use of additional resource during the labeling algorithm.

## Weak valid inequalities

We call weak valid inequalities to all those inequalities that are valid for formulation (1) and that can be used in both formulations. These inequalities have the particularity that the contribution of their duals to the computation of the reduced costs of paths can be decomposed along the edges defining them, and therefore included in the pricing algorithm without compromising its performance. We consider some of the valid inequalities available in the CVRPSEP package [27], namely the framed capacity inequalities, strengthened comb inequalities, multistar inequalities and hypotour inequalities. We also use some of the inequalities introduced by Belenguer et al. [8], Contardo et al. [12], namely the *y*-capacity cuts, degree constraints and co-circuit inequalities using the separation algorithms of Contardo et al. [12].

## Strong degree constraints
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*ξθ*(*j*) + *y*(D : {*j*}) ≥ 1*.* (13)

Contardo et al. [13] proved that this constraint imposes partial elementarity on node *j*, this is, that no variable *θl* visiting node *j* twice or more will take a positive value in the solution of the linear relaxation of the set-partitioning formulation.

## *k*-Cycle elimination constraints
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X*νjklθl* + *y*(D : {*j*}) ≥ 1*.* (14)

*l*∈Ω

Because *ξjl* ≤ *νjkl* ≤ *alj* it follows that the *k*-CEC is a strengthening of the degree constraint (9) but a weaker form of the SDC (13). The following proposition shows that the *k*-CEC for a given cycle length *k* and customer *j* is effective to forbid a cycle of length *k* or less from visiting customer *j* twice.

**Theorem 3.1.** *Suppose that a k-CEC has been added to problem* (8)*-*(12) *for customer j and cycle length k. All routes l* ∈ Ω *visiting node j twice or more and such that* ![](data:image/png;base64,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)*will be non-basic in the linear relaxation of problem* (8)*-*(12)*. In particular, no route visiting customer j two consecutive times with k* − 1 *or less intermediate nodes will take a positive value.*

**Proof** If we consider the *k*-CEC and subtract from it the regular degree constraint (9) we obtain
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The summation above only has interest for those *l* such that *νjkl < ali*. In that case, it becomes
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This last summation implies that *θl* = 0 for all *l* such that *νjkl < alj*.
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Figure 1: Route *l* with ![](data:image/png;base64,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)= 2 and![](data:image/png;base64,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)

## *y*-Strong capacity constraints

The *y*-strong capacity constraints (*y*-SCC) were also introduced by Contardo et al. [13]. Given a customer subset *S* ⊆ C and a route *l* ∈ Ω, we let *ξSl* be a binary constant equal to 1 iff route *l* visits at least one customer in *S*. We define *ξθ*(*S*) = *l*∈Ω *ξSl θl*. Also, let *r*(*S*) = ⌈*d*(*S*)*/Q*⌉ be a lower bound on the number of vehicles that are needed to visit allP customers in *S*, with *d*(*S*) = *i*∈*S di*. Let *S*′ ⊆ *S* be a subset satisfying *r*(*S* \ *S*′) = *r*(*S*). The following *y*-strong capacity constraintsP (*y*-SCC) is valid for the MDVRP:

*ξθ*(*S*) + X X *yij* ≥ 1*.* (15)

*i*∈D *j*∈*S*\*S*′

This inequality dominates the SCC introduced by Baldacci et al. [3] and the *y*-capacity constraints (*y*-CC) introduced by Belenguer et al. [8]. Its addition, however, imposes a modification in the pricing algorithm to properly handle the associated dual variable.

## Strong framed capacity inequalities

The strong framed capacity inequalities (SFCI) are a lifted form of the original FCI and were introduced by Contardo et al. [13]. Given a customer subset *S* ⊆ C (the frame) and a partition of it (*Sk*)*k*∈*K*, let *r*(*S,*(*Sk*)*k*∈*K*) be the solution of the following bin-packing problem. For each set *Sk* with accumulated demand *d*(*Sk*) ≤ *Q*, consider one object of size *d*(*Sk*). For each set *Sk* with accumulated demand *d*(*Sk*) ≥ *Q* consider *nk* = ⌊*d*(*Sk*)*/Q*⌋ objects of size *Q*, plus at most one object of size *d*(*S*)−*Q*×*nk* (this last object does not appear if *d*(*S*) divides *Q*). Set the bins to have capacity *Q*. If *r*(*S,*(*Sk*)*k*∈*K*) *> r*(*S*) then the following inequality is valid for the MDVRP:

*ξθ*(*S*) + X *ξθ*(*Sk*) + 2XX*yij* ≥ X *r*(*Sk*) + *r*(*S,*(*Sk*)*k*∈*K*) (16)

*k*∈*K i*∈D *j*∈*S k*∈*K*

Again, the addition of a SFCI requires a modification of the labeling algorithm during the recursion of the dynamic programming. Indeed, |*K*|+ 1 additional resources are needed to properly handle the dual variable associated to a such constraint.

## Subset-row inequalities

We consider two particular cases of subset-row inequalities [24]. Given a customer subset *C* of size *n* odd (we consider *n* = 3*,*5), for every route *l* ∈ Ω we let *nlC* be the number of times that *l* visits the customers in *C*. The following inequality is a valid subset-row inequality for

MDVRP:

X⌊*nlC/*2⌋*θl* ≤ ⌊*n/*2⌋ (17)

*l*∈Ω

The addition of a subset-row inequality of this form again forces the addition of an additional resource in the dynamic programming recursion.

## Separation algorithms

For the weak constraints, we make use of the separation routines introduced in Lysgaard et al. [28] and Contardo et al. [12]. For the strong constraints, we use the same strategy as in Contardo et al. [13]. Constraints SDC and *k*-CEC are polynomial in number and can be easily separated by simple inspection. To find violated constraints *y*-SCC and SFCI, we verify for each weak constraint *y*-CC and FCI, if the strong version of such inequality is violated, and add it to the problem. Finally, for constraints SRI, we do the following. For *n* = 3, we check for every triplet (*i,j,k*) with *i < j < k* if the corresponding SRI is violated and add it to the problem. For *n* = 5, this same procedure becomes impractical. Thus, we heuristically select the 30 customers with more appearances in the basic solutions of the current linear problem. We then consider all possible 5-tuples restricted to these 30 customers.

CODE STRUCTURE

col-gen-vrptw.py

from utilities import \*

from optimization import \*

from impact import initializePathsWithImpact, computeRouteCost

from time import process\_time

import os

### TODOS ###

# Create Timer to clean the code

# Move file writes of results in a dedicated function

# Take instance and customer number from CLI

# See if it is possible to extend master model each iteration instead of

#   recreate it each time (model.addVar(..., \*column = ...\*))

# Use numpy where possible (use np array for x, y, a, b, ... if possible)

#   -> fun. readData

# Plot routes

######

if \_\_name\_\_ == '\_\_main\_\_':

    INSTANCE\_NAME, INSTANCE\_FILENAME, n = readInstanceN()

    # Read data from file and create distance matrix

    Kdim, Q, x, y, q, a, b = readData(INSTANCE\_FILENAME, n)

    d = createDistanceMatrix(x, y)

    print("Number of customers:", n, "\n")

    print("Start")

    start = process\_time()

    # Initialize routes with IMPACT heuristic and dummy paths

    impactSol = initializePathsWithImpact(d, n, a, b, q, Q)

    routes = impactSol[:]

    #print("Impact solution:", routes)

    impactCost = sum([computeRouteCost(route, d) for route in routes])

    print("Impact cost:", impactCost)

    # A[i,p] = times that path p visits customer i

    A = np.zeros((n, len(routes)))

    c = np.zeros(len(routes))   # routes costs

    addRoutesToMaster(routes, A, c, d)

    rc = np.zeros((n+2,n+2))    # reduced costs

    iter = 1

    while True:

        print("Iter", iter, flush=True)

        # Create master problem model

        masterModel = createMasterProblem(A, c, n, Kdim)

        masterModel.optimize()

        # Compute reduced costs

        constr = masterModel.getConstrs()

        pi\_i = [0.] + [const.pi for const in constr] + [0.]

        for i in range(n+2):

            for j in range(n+2):

                rc[i,j] = d[i,j] - pi\_i[i]

        if not np.where(rc < -1e-9):

            break

        newRoutes = subProblem(n, q, d, a, b, rc, Q)

        # Exit condition

        if not newRoutes:

            break

        for route in newRoutes:

            if route in routes:

                print("\nDUPLICATE PATH\n", flush=True)

                break

        # Add new routes to master problem

        newMat = np.zeros((n, len(newRoutes)))

        newCosts = np.zeros(len(newRoutes))

        addRoutesToMaster(newRoutes, newMat, newCosts, d)

        routes += newRoutes

        c = np.append(c, newCosts)

        A = np.c\_[A, newMat]

        iter += 1

        # Print partial time

        sc = int(process\_time()-start)

        mn = int(sc / 60)

        sc %=  60

        print("Partial time:", mn, "min", sc, "s")

    end = process\_time()

    print("+++RESULTS+++")

    sec = int(end-start)

    min = int(sec / 60)

    sec %=  60

    print("Time Elapsed:", min, "min", sec, "s")

    print("Impact solution cost:", impactCost)

    print("Exact solution cost:", masterModel.getAttr("ObjVal"))

    # Write results on file in directory "results"

    if not os.path.exists(os.path.join(os.getcwd(), "results")):

        os.mkdir(os.path.join(os.getcwd(), "results"))

    filenameOut = os.path.join("results", \

                               "results-"+INSTANCE\_NAME+"-"+str(n)+".txt")

    fout = open(filenameOut, "w")

    fout.write("Impact solution cost: " + str(impactCost) + "\n")

    fout.write("Impact solution: " + str(impactSol) + "\n")

    fout.write("Exact solution cost: "+str(masterModel.getAttr("ObjVal"))+"\n")

    for i in range(len(routes)):

        var = masterModel.getVarByName("y["+str(i)+"]")

        if var.x > 0.:

            print(round(var.x, 3), "   ", routes[i])

            fout.write(str(round(var.x, 3)) + "   " + str(routes[i]) + "\n")

    fout.close()

    # Write generated routes on file for CoverCost heuristic

    if not os.path.exists(os.path.join(os.getcwd(), "routes")):

        os.mkdir(os.path.join(os.getcwd(), "routes"))

    outfile = os.path.join("routes", \

                            INSTANCE\_NAME+"-"+str(n)+"-customers-routes.txt")

    with open(outfile, "w") as fout:

        fout.write(INSTANCE\_NAME + "\n")

        for route in routes:

            fout.write(str(route) + "\n")

COST FUNCTION

coverCost.py

from utilities import \*

from collections import Counter

import os

from sys import exit

def coverCostHeuristic(bestIndex, allRoutes, allCosts, allCoverCost):

    nodes = set(range(1,n+1))

    routes = allRoutes[:]

    costs = allCosts[:]

    coverCost = allCoverCost[:]

    for node in routes[bestIndex][1:-1]:

        nodes.remove(node)

    sol = [routes[bestIndex]]

    solCost = costs[bestIndex]

    # Start loop

    while nodes:

        filteredRoutes = []

        filteredCosts = []

        filteredCoverCost = []

        for i in range(len(routes)):

            feasible = True

            for node in routes[i][1:-1]:

                if not node in nodes:

                    feasible = False

                    break

            if feasible:

                filteredRoutes.append(routes[i])

                filteredCosts.append(costs[i])

                filteredCoverCost.append(coverCost[i])

        if not filteredRoutes:

            return None

        bestIdx = filteredCoverCost.index(max(filteredCoverCost))

        sol.append(filteredRoutes[bestIdx])

        solCost += filteredCosts[bestIdx]

        for node in filteredRoutes[bestIdx][1:-1]:

            nodes.remove(node)

        routes = filteredRoutes[:]

        costs = filteredCosts[:]

    return (sol, solCost)

if \_\_name\_\_ == "\_\_main\_\_":

    # Take in input instance and number of costumers

    INSTANCE\_NAME, INSTANCE\_FILENAME, n = readInstanceN()

    ROUTES\_FILENAME = os.path.join("routes", \

                            INSTANCE\_NAME+"-"+str(n)+"-customers-routes.txt")

    if not os.path.exists(ROUTES\_FILENAME):

        print("No routes generated for this instance and number of customers.")

        print("Run: 'python col-gen-vrptw.py' and input desired instance and" +\

                "number of customers.")

        print("Exit")

        exit(1)

    # Read CG generated routes

    lines = []

    with open(ROUTES\_FILENAME, "r") as fin:

        lines = fin.readlines()

    allRoutes = [list(map(int, line[1:-2].split(", "))) for line in lines[1:]]

    # Discard all routes that visit a node more than one time

    nodes = set(range(1,n+1))

    routes = []

    for route in allRoutes:

        occ = Counter(route)

        if max(occ.values()) == 1:

            routes.append(route)

    # Create distance matrix and routes costs

    Kdim, Q, x, y, q, a, b = readData(INSTANCE\_FILENAME, n)

    d = createDistanceMatrix(x, y)

    costs = []

    for route in routes:

        cost = 0.

        for i in range(len(route)-1):

            cost += d[route[i], route[i+1]]

        costs.append(cost)

    # Find coverage/cost ratio off the routes

    coverCost = [(len(routes[i])-2)/costs[i] for i in range(len(routes))]

    idxBestCoverCost = sorted(coverCost, reverse = True)

    # if len(idxBestCoverCost) > 300:

    #    idxBestCoverCost =idxBestCoverCost[:300]

    # Find indexes of the 10 paths with the best cover cost

    idxBestCoverCost = set([coverCost.index(idxBestCoverCost[i]) \

                            for i in range(len(idxBestCoverCost))])

    solutions = []

    solutionCosts = []

    for bestIndex in idxBestCoverCost:

        info = coverCostHeuristic(bestIndex, routes, costs, coverCost)

        if info:

            solutions.append(info[0])

            solutionCosts.append(info[1])

    solCost = min(solutionCosts)

    sol = solutions[solutionCosts.index(solCost)]

    print("+++RESULTS+++")

    print("Solution cost:", solCost)

    print("Solution:", sol)

MODEL STRUCTURE

ESPmodel.py

import gurobipy as gp

import numpy as np

def computeMaxCost(d, a, b, n):

    # TODO: Use distance mat. to find an equivalent to infinity for subproblem

    return max([b[i] + d[i,j] - a[j] for i in range(n+2) for j in range(n+2)])

def setESPModelFO(model, x\_vars, pi, n, d):

    rc = np.zeros((n+2,n+2))

    for i in range(n+2):

        for j in range(n+2):

            if (i==0) or (i==n+1):

                rc[i,j] = d[i,j]

            else:

                rc[i,j] = d[i,j] - pi[i-1]

    model.setObjective(gp.quicksum(x\_vars[i,j]\*rc[i,j] for i in range(n+2) \

                                                       for j in range(n+2)), \

                       gp.GRB.MINIMIZE)

    return

def createESPModel(d, pi, q, Q, a, b, n):

    M = computeMaxCost(d, a, b, n)

    model = gp.Model("ESPModel")

    x\_vars = model.addVars(n+2, n+2, vtype=gp.GRB.BINARY, name="x")

    s\_vars = model.addVars(n+2, vtype=gp.GRB.CONTINUOUS, name="s")

    setESPModelFO(model, x\_vars, pi, n, d)

    # R0: capacity constraint

    model.addConstr(sum([q[i] \* \

                    gp.quicksum(x\_vars[i,j] for j in range(n+2)) \

                    for i in range(1,n+1)]) <= Q)

    # R1: depot start constraint

    model.addConstr(gp.quicksum(x\_vars[0,j] for j in range(n+2)) == 1)

    # R2: depot finish constraint

    model.addConstr(gp.quicksum(x\_vars[i,n+1] for i in range(n+2)) == 1)

    # R3-R53: flow costraints

    for h in range(1,n+1):

        model.addConstr(gp.quicksum(x\_vars[i,h] for i in range(n+2)) - \

                        gp.quicksum(x\_vars[h,j] for j in range(n+2)) == 0)

    # Time windows contraints

    for i in range(n+2):

        for j in range(n+2):

            if j!=i:

                model.addConstr(s\_vars[i] + d[i,j] - M\*(1-x\_vars[i,j]) <= \

                                s\_vars[j])

    # Service time constraints

    model.addConstrs(s\_vars[i] >= a[i] for i in range(1,n+1))

    model.addConstrs(s\_vars[i] <= b[i] for i in range(1,n+1))

    # Goodsense constraints:

    # Must not exist an arc that connects a customer with himself

    model.addConstr(gp.quicksum(x\_vars[i,i] for i in range(n+2)) == 0)

    # No arc can enter in the first node

    model.addConstr(gp.quicksum(x\_vars[i,0] for i in range(n+2)) == 0)

    # No arc can exit from the last node

    model.addConstr(gp.quicksum(x\_vars[n+1,j] for j in range(n+2)) == 0)

    # model.write("ESPModel.lp")

    return model